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Abstract

As one approach to dynamic scheduling problems for open stochastic processing networks, J. M.

Harrison has proposed the use of formal heavy traffic approximations known as Brownian networks. A

key step in this approach is a reduction in dimension of a Brownian network, due to Harrison and Van

Mieghem [21], in which the “queue length” process is replaced by a “workload” process. In this paper,

we establish two properties of these workload processes. Firstly, we derive a formula for the dimension

of such processes. For a given Brownian network, this dimension is unique. However, there are infinitely

many possible choices for the workload process. Harrison [16] has proposed a “canonical” choice, which

reduces the possibilities to a finite number. Our second result provides sufficient conditions for this

canonical choice to be valid and for it to yield a non-negative workload process. The assumptions and

proofs for our results involve only first-order model parameters.
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1 Introduction

Open stochastic processing networks are used as models for complex manufacturing, telecommunications

and computer systems (see e.g., [5, 40]). Some of these networks allow for flexible scheduling through

dynamic (that is, state-dependent) alternate routing and sequencing, hereafter collectively referred to as

dynamic scheduling. Usually, these networks cannot be analyzed exactly, and a challenging problem is

to design dynamic scheduling policies that are simple to implement and whose performance is “good” in

an appropriate sense.

In addressing this problem, it is natural to consider more tractable approximate models. Some authors

have used fluid models, which are (formal) first-order (or law of large number) approximations to the

original open stochastic processing networks. Asymptotic regimes in which these models are relevant

include those of large initial queue lengths (see [31, 35] and references therein) and large numbers of

buffers or servers (see [30] and references therein). Frequently, these models are used for analyzing “sub-

critical” systems where the load placed on the system is less than the capacity of the system to process

that load.

While of considerable use, especially in showing stabilizability or controllability of an open stochastic

processing network, fluid models generally capture only average statistics of the networks. On the other

hand, diffusion models, which are (formal) second-order approximations, capture the effects of stochastic

variability. Diffusion models are relevant in the heavy traffic (or critically loaded) regime where the load

placed on the system is approximately balanced by the system’s ability to process that load. In fact,

Kelly and Laws [23] have argued that in this regime “important features of good control policies are

displayed in sharpest relief”.

In a series of successively more general papers, J. M. Harrison et al. [13, 14, 21, 16] have proposed

and developed various aspects of a scheme for using Brownian networks (formal heavy traffic diffusion

approximations) and associated control problems, called Brownian control problems (BCPs), as a tool for

finding and analyzing the performance of “good” control policies for open stochastic processing networks.

The steps involved in applying this approach may be summarized as follows.

(I) Formulate an open stochastic processing network control problem.

(II) Formulate a notion of heavy traffic. (There is no conventional notion of heavy traffic, since a general

network model should allow alternate routing, and the nominal or average load on a server may then

depend on the chosen control policy.)

(III) Formulate a Brownian control problem (BCP) as a formal heavy traffic approximation for the open
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stochastic processing network control problem. Reduce the BCP to an equivalent workload formulation

(EWF).

(IV) Analyze the BCP (or EWF) and “interpret” its solution by giving a proposed control policy for the

original network.

(V) Investigate the performance of the policy proposed in (IV). In particular, determine whether it is

asymptotically optimal (in the heavy traffic limit) and whether it achieves the same cost as the solution

of the BCP.

A key element in this approach occurs in step (III), where the dimension of the Brownian network, on

which the BCP is based, is frequently reduced, or at least not increased, by replacing the “queue length”

process by a “workload” process. This reduction, which is due to Harrison and Van Mieghem [21], is

the counterpart for controlled networks of the state-space collapse that has played a fundamental role

in analyzing the performance of open multiclass queueing networks with fixed scheduling policies (cf.,

[7, 38]). Furthermore, in networks with alternate routing capabilities, a buffer may be served by more

than one server and pooling of server resources may be possible. This feature may result in a reduction

in dimension considerably beyond that which is achievable in Brownian networks associated with open

multiclass queueing networks, see e.g., [15, 20, 39, 2, 3, 37, 33, 1]. It is a natural problem to determine

conditions under which the dimension reduction is significant and to obtain other interesting properties

of workload processes. This paper is a contribution in that direction.

Here, we adopt the fairly general modeling framework for heavily loaded open stochastic processing

networks that is used in Harrison’s canonical workload paper [16], although with some modifications

of notation. (Harrison [18, 19] has recently proposed an even more general model framework with a

broader notion of heavy traffic than that in [16]. Since relevant supporting equivalent workload theory

has not yet been developed for the setting in [18, 19], we have chosen to focus on the situation of [16].)

Our paper establishes two main results on workload processes for Brownian networks associated with

heavily loaded open stochastic processing networks. Firstly, we derive a formula for the dimension of any

workload process (see Theorem 6.1). This result is general, requiring no additional assumptions beyond

those of an open stochastic processing network in heavy traffic. Corollary 6.2 to Theorem 6.1 yields the

simple workload dimension formula (1) (see below), under a mild assumption. For a given Brownian

network, according to the definition of Harrison and Van Mieghem [21], there are infinitely many possible

choices for a workload process, although they all have the same dimension. In [16], Harrison proposed

a “canonical” choice, which reduces the possibilities to a finite number. In general, for this choice to be

valid, an additional condition is required beyond the assumptions specified in [16]. Our second result
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provides sufficient conditions for this canonical choice to be valid and to yield a non-negative workload

process (see Theorem 7.3). The assumptions and proofs for our results involve only first-order model

parameters for an open stochastic processing network.

Our original intent in Theorem 7.3 was to establish sufficient conditions for the workload process to

be non-negative. In the course of our investigations, we discovered the need for an additional condition

(beyond the conditions given in [16]) in order for Harrison’s canonical choice of workload to be valid;

it turned out that our conditions for non-negativity of the workload process also guaranteed validity of

this choice. Since the completion of our work, Harrison [17] has submitted a correctional note to [16]

in which he specifies an additional assumption, which, together with his other assumptions, implies that

his canonical choice of workload process is valid. The conditions of our Theorem 7.3 imply that this

additional assumption of Harrison [17] holds (see the Remark following the proof of Theorem 7.3). While

our conditions in Theorem 7.3 are stronger than the additional condition of [17], our conditions also imply

that the workload process is non-negative.

Although Harrison’s model involves stochastic processes for describing an open stochastic processing

network, the assumptions and proofs for our results only use structural data for the network and average

statistics for the stochastic processes. To emphasize this, we will introduce a minimum of notation and

structure. In particular, we will not review all of the details associated with steps (I)–(V) above, but

rather refer the reader to the papers of Harrison et al. [13, 14, 21, 16]. To compensate for not introducing

all of the stochastic structure associated with Harrison’s approach, we will provide intuitive explanations

and illustrative examples whenever possible. Nevertheless, for a full appreciation of the import of the

results developed here, the reader will want at least to consult the work [16].

1.1 Organization of the Paper

Sections 2, 4 and 5 introduce the part of Harrison’s [16] structure that is necessary for the statements

and proofs of our main results, which are presented in Sections 6 and 7. Section 3 contains examples

that are used to illustrate our results. Besides being a necessary prelude for our results, the material in

Sections 2–5 provides a succinct introduction to some essential aspects of parts (I)–(III) of the scheme

for approximating controlled stochastic processing networks. Although much of this material could be

gleaned by careful study of the works [13, 16, 21, 20, 22], the presentation given here is intended to

provide a helpful introduction to those works. As a guide to the reader, we now elaborate on the content

of Sections 2–7.

In Section 2, we introduce the network structure and first-order (or average rate) parameters associated
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with Harrison’s model of an open stochastic processing network. Since we do not introduce the primitive

stochastic processes required for a full description of an open stochastic processing network, we motivate

the first-order parameters by interpreting them as average statistics associated with such stochastic

processes. An important feature of Harrison’s model is that scheduling control is exercised through

allocations of effort to various processing activities (also called activities), where a processing activity

depletes the supplies in some buffers and augments those in others, with each activity utilizing the

resources of a given set of servers.

To help orient the reader, in Section 3 we specify the network structure and first-order parameters that

arise when Harrison’s framework is used to describe four examples of open stochastic processing networks.

These examples are also used later in the paper to illustrate our results. The first three examples discussed

fall into the category of what we call unitary networks (see Section 3 for the definition). This category

is defined for the first time in this paper and it includes, as special cases, open multiclass queueing

networks and parallel server systems. Unitary networks with some mild non-degeneracy assumptions

provide applications for our Theorem 7.3 on non-negativity of canonical workload (see Corollary 7.4).

The fourth example, of a fork-join network, illustrates some of the features of Harrison’s setup that are

not encompassed by unitary networks.

In Section 4, we recall the notion of heavy traffic as defined by Harrison [16] in terms of a linear

program. We also give an equivalent characterization of this condition which is sometimes useful. The

heavy traffic assumption requires that there be a unique solution of the linear program. This solution

determines average levels of effort to be allocated to the processing activities. An activity that has a

strictly positive allocation in this sense is said to be “basic”.

In Section 5, we briefly summarize the definition of a workload process as introduced by Harrison

and Van Mieghem [21]. A workload process is obtained by applying a certain linear transformation to

the “queue length” process appearing in a Brownian network. For a given Brownian network, this linear

transformation is not uniquely determined, however, the dimension of its range is unique. In Sections 6

and 7, we state and prove two properties of workload processes.

In Theorem 6.1 of Section 6, we derive a formula for the dimension L of any workload process. This

implies that, if each basic activity is performed by no more than one server, then

L = I + K − B, (1)

where I is the number of buffers, K is the number of servers, and B is the number of basic activities for

the open stochastic processing network (see Corollary 6.2).
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In [16], Harrison proposed a “canonical” choice of the linear transformation (or workload matrix) used

to define the workload process. Although Harrison’s procedure does not always yield a unique workload

matrix, it results in only finitely many possibilities. In fact, using his procedure, the rows of a canonical

workload matrix are constructed from extremal optimal solutions of the dual to the linear program used

to define heavy traffic. In Section 7, we give an example which shows that, in general, an additional

condition, beyond the assumptions specified in [16], is needed for this canonical choice to be valid. Then,

in Theorem 7.3 we give some sufficient conditions for Harrison’s procedure to be valid and for the resulting

workload process to be non-negative. As a key step in the proof, we establish sufficient conditions for all

optimal solutions of the dual program to be non-negative (see Lemma 7.2).

The following notation is used throughout the paper. The n-dimensional Euclidean space is denoted

by IRn, n ≥ 1. All vectors are taken as column vectors unless specifically indicated otherwise. All vector

inequalities are to be interpreted componentwise. For a vector β, diag(β) denotes the diagonal matrix

with the entries of β on its diagonal. The transpose of a vector x or matrix D is indicated by x′ or D′,

respectively, and the inverse of a non-singular square matrix D is denoted by D−1.

2 Open Processing Networks — First-Order Data

Loosely speaking, an open processing network is a system that takes inputs of material of various kinds

and uses various processing resources (hereafter called servers) to produce outputs of material of various

(possibly different) kinds. Here, material is used as a generic substitute for a variety of entities that a

system might process such as jobs, customers, packets, commodities, etc. In fact, material need not be

discrete; for example, one may have continuous flows of material. Typically, there are constraints on the

amount of material that a given server can process in a given time period. In addition, material may be

processed by several servers, may be split up, or combined with other kinds of material, before a final

output is produced. Control is exerted through allocations of effort for the processing of one or more

kinds of material.

Deterministic (or average) models for describing such processing networks have a long history in eco-

nomics and operations research. For example, the book “Activity Analysis of Production and Allocation”,

edited by T. C. Koopmans [25], provides an excellent summary of the early stages of development of such

models. A prominent role is played there by the notion of a processing activity, which consumes certain

kinds of material, produces certain (possibly different) kinds of material, and uses certain servers in the

process. In a sense, Harrison’s [16] model of an open stochastic processing network (which evolved from
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his earlier work [13] on sequencing problems for multiclass queueing networks) is a stochastic analogue of

dynamic deterministic production models such as those first considered by Dantzig [11]. (See Harrison

[19] for more on this connection.) An especially desirable feature of Harrison’s model is that it is broad

enough to include several familiar categories of processing networks as special cases, including open multi-

class queueing networks (with sequencing control), processing facilities with alternate routing capabilities,

and manufacturing plants in which multiple components may be combined to produce new components

or in which components may be split up so that different parts undergo different types of processing and

processed parts may be combined later on to produce a finished product (so-called fork-join networks).

We now summarize the network structure and first-order model parameters that feature in Harrison’s

description of an open stochastic processing network in heavy traffic. (In fact, Harrison’s setup allows

one to consider a sequence of networks in which the first-order parameters approach those satisfying a

heavy traffic condition. Our results still apply to that setting, in which case our first-order data would

be the limiting first-order data for the sequence of networks. To simplify the exposition, especially with

regard to giving intuitive explanations of the meanings of various parameters, we have chosen to think of

our first-order data as being associated with a single open stochastic processing network in heavy traffic,

rather than as the limiting data for a sequence of networks approaching heavy traffic. As mentioned

above, this does not affect the applicability of our results to the sequence of networks setting.) The

first-order parameters capture the average behavior of stochastic processes appearing in Harrison’s model

and do not include the effects of statistical variability. However, these are the only parameters that

will be needed for the derivation of our results. In fact, these are the same parameters that are used

in Harrison’s description of a “static planning problem” (see Definition 4.1 in Section 4 below), which

is a static deterministic optimization problem involving average activity rates. Some examples of open

stochastic processing networks and the associated first order data are given in Section 3. For assimilating

the following, the reader is likely to find it helpful to consult those examples from time-to-time.

In Harrison’s model of an open stochastic processing network, there are I infinite capacity buffers for

holding material (one buffer for each class of material) awaiting processing, K (non-identical) servers for

processing material, and J processing activities. Each of I, J, and K is assumed to be a strictly positive

integer. Henceforth, processing activities will be referred to as activities. For each buffer i, material of

class i may arrive to buffer i from outside the system and/or from the internal processing of material by

the activities. We now introduce three parameters α, R and A, which describe average rates associated

with the external arrival and internal processing of material in an open stochastic processing network.

A non-negative I-dimensional vector α describes the average rates at which material arrives from
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outside the system. Specifically, for each class i, the average rate at which material of class i arrives

to buffer i from outside the system is assumed to be given by the ith coordinate αi of the non-negative

vector α. It is further assumed that αi > 0 for at least one i. This last assumption is consistent with the

notion of an open stochastic processing network.

An I × J matrix R (with no a priori constraints), called the input-output matrix, specifies average

rates at which activities can consume certain classes of material as inputs and produce the same or other

classes of material as outputs. The interpretation of R is as follows. For i = 1, . . . , I and j = 1, . . . ,J,

Rij is the average amount of class i material consumed per unit of activity j, with a negative value being

interpreted to mean that activity j is a net producer of material of class i. Since we have not imposed

constraints on the entries in R, this allows for a very general structure. For example, for a given activity

j, more than one class of material may be used as a net input (i.e., Rij > 0 for more than one i), or may

be generated as a net output (i.e., Rij < 0 for more than one i). Note that we do not require a priori

that a given activity j consume anything (i.e., we may have Rij ≤ 0 for all i), nor do we require that it

produce anything (i.e., we may have Rij ≥ 0 for all i).

A non-negative K × J matrix A, called the capacity consumption matrix, specifies average rates at

which server capacity is utilized by each of the activities. For k = 1, . . . ,K and j = 1, . . . ,J, the entry

Akj of A can be interpreted as the average amount of server k’s capacity that is consumed per unit of

activity j.

An activity may use zero, one or more servers to perform the associated processing of material.

Activities that do not use any server resources are implicitly allowed in Harrison’s [16] setup. Such

activities enable material to be consumed or produced without using the resources of any servers. One

might think of such activities as discarding excess material from some buffers and importing material to

others without using any processing resources. Mathematically, the inclusion of such activities amounts

to the fact that the matrix A may have columns that contain all zeros. For an example of an application

involving such an activity, see [19].

In applications where each activity is processed by exactly one server, i.e., where there is exactly one

non-zero entry in each column of the matrix A, one can normalize and measure amounts of each activity j

in units of capacity of the associated server k (where k is the unique value such that Akj 6= 0). With this

normalization, the matrix A contains only zeros and ones. However, in applications where some activity

is processed either by no server or more than one server, such a normalization is not possible in general.

Servers have constraints on their processing abilities. As a matter of convention (or choice of units),

it is assumed that each server has one unit of capacity available per unit of time. Control is exercised
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through the cumulative amounts of each activity that are undertaken up to time t for each t ≥ 0. Idling

of servers is allowed with such control.

The triple (R, A, α), described above, specifies the first-order data for Harrison’s model. (One some-

times regards server capacity as an additional first-order model parameter, but since this has been nor-

malized as in the above paragraph, it is not a variable parameter in this setting.) We re-emphasize here

that the first-order data specifies the average statistics of the primitive stochastic processes in Harri-

son’s model. We have intentionally not introduced information about the statistical distributions of the

stochastic processes, beyond their first moments, as our results and proofs do not need this information.

A control problem associated with the first-order data, called the static planning problem, is specified in

Section 4 (see Definition 4.1), and this is used to define the notion of heavy traffic.

3 Examples

In this section, we specify the first-order data that arise from some examples of open stochastic processing

networks. As in Section 2, in describing these examples, we do not specify the primitive stochastic

processes for the networks, but rather just their average statistics which yield the first order data.

The first three examples below are all instances of what we call unitary networks. As far as we know,

this term, which was suggested to us by J. M. Harrison, has not appeared previously in print. We define

a unitary network to be an open stochastic processing network (in the sense of Harrison [16]) whose first-

order data is unitary according to the following definition. (Those seeking a more detailed description of

a unitary network may consult our prior work [8] which provides a detailed stochastic model for a class

of unitary networks, where each activity consumes material from exactly one buffer, the processing of

each activity is performed by exactly one server, and there is at most one activity associated with each

buffer-server pair.)

Definition 3.1 (Unitary Data). The first-order data (R, A, α) are unitary if the non-negative matrix

A has at most one non-zero entry in each column and R = (C − P ′)diag(β), where C is an I× J matrix

of zeros and ones that contains at most one non-zero entry in each column, P ′ is the transpose of a

non-negative J× I matrix P with all row sums less than or equal to one, and β is a J-dimensional vector

with strictly positive coordinates.

An interpretation of unitary data in terms of the average dynamics of an open stochastic processing

network is as follows. Each activity is associated with at most one buffer, from which it consumes
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material. This correspondence is prescribed by the matrix C, with activity j consuming material from

buffer i if and only if Cij = 1. Activity j can process material at an average rate of βj units of material

per unit of processing activity. An activity j satisfying Cij = 1 for some i produces on average as

many units of material as it consumes, provided material produced for immediate output is taken into

account. An activity j satisfying Cij = 0 for all i may produce material without needing to consume any

material. The matrix P indicates, on average, what fraction of the material produced by a given activity

is routed to each of the buffers for further processing. More precisely, on average, the fraction of material

produced by activity j that is routed to buffer i is Pji, and the fraction of material produced by activity

j that immediately exits the system is 1−∑I
i=1 Pji. (One may equally well interpret the entries of P as

probabilities of routing material produced by a given activity to buffers in the network.) Each activity

is performed by at most one server and this correspondence is described by the matrix A, with activity

j being performed by server k if and only if Akj > 0. An activity j that does not require the use of any

server, i.e., such that Akj = 0 for all k, can be thought of as an “outsourcing” activity that uses external

resources for its execution.

Remark. The idea behind the term unitary is that one may think of material in such networks as

consisting of indivisible units that cannot be split up or combined with other classes of material during

processing. Note that our definition does allow material to be created from nothing (when a column of

C contains all zeros) or to be processed without needing the use of any network resource (when a column

of A contains all zeros).

In the first three examples given below, which are all examples of unitary networks, the matrices C

and A do not have any columns containing all zeros. In particular, since each column of A has exactly

one strictly positive entry, by measuring allocations of effort to activities as allocations of server capacity,

we can assume that the positive entries are all ones and hence A contains only zeros and ones. In all

three examples, server capacity is assumed to be measured in units of server time.

3.1 Open Multiclass Queueing Networks

An open multiclass queueing network is a unitary network with the following additional structure. There

is a one-to-one correspondence between activities and buffers, and so the matrix C is the I × I identity

matrix. It is also assumed that each activity is processed by exactly one server, which implies that each

buffer is served by exactly one server. Thus, I = J ≥ K. (A special case is an open single class queueing

network, where there is only one activity per server; then I = J = K.) An open multiclass queueing

network has an R matrix of the form R = (I − P ′)diag(β), where β is a strictly positive I-dimensional
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vector, I is the I × I identity matrix, and P ′ is the transpose of a non-negative matrix P with all row

sums less than or equal to one. In addition, P is assumed to have spectral radius strictly less than one.

This last property is equivalent to Pn → 0 as n → ∞, i.e., P can be regarded as a transition probability

matrix for a transient Markov chain on I states; this property corresponds to the “open” aspect of the

multiclass queueing network. The matrix A is a K× I matrix of zeros and ones with Aki = 1 when server

k performs the processing of activity i. Thus, the number 1 occurs exactly once in each column of A, but

may appear several times in each row, since a server may process material from more than one buffer.

Open multiclass queueing networks are frequently used to describe the passage of customers or jobs

through a network of servers or stations. In this case, the term material translates to customers or jobs,

processing of material corresponds to service of a customer or job, and customers or jobs change class as

they are routed from one buffer to another. The multiclass aspect is reflected in the fact that a server

may be able to process customers or jobs from more than one buffer, i.e., of more than one class. Usually,

P is interpreted as a probabilistic routing matrix such that Pji is the probability that a customer or job

from buffer j, after being processed by the server associated with that buffer, is routed next to buffer i.

A specific example of an open multiclass queueing network is depicted in Figure 1. This is the so-

called criss-cross network. It has been studied by various authors, see e.g., [22, 10, 12, 34, 29, 32]. This

network is arguably the first example where the Brownian network methodology was successfully applied

to obtain a “good” control policy, cf. [22]. For this example, α = (α1, α2, 0),

R =




β1 0 0

0 β2 0

−β1 0 β3


 , A =


 1 1 0

0 0 1


 .

3.2 Parallel Server Systems

The simplest unitary networks in which a buffer can be served by more than one server are the parallel

server systems introduced in the heavy traffic context by Harrison and López [20]; see [1, 2, 3, 33, 36, 37, 39]

for subsequent related work. (Other authors have studied similar systems where the model setup is slightly

different; in those systems, the scheduling control, also called alternate routing control, is exercised before

incoming material enters a buffer. Kelly and Laws [23] have summarized the literature on such systems

up through 1993. For more recent work, see Kushner and Chen [28] and the references therein.) A

primary feature of the parallel server model of Harrison and López [20] is that material is processed

only once before it exits the system. In this model, each activity processes jobs from a unique buffer
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and its processing is performed by a unique server. There is at most one activity associated with each

buffer-server pair, which implies that there are a maximum of I · K possible activities. Parallel server

systems are thus unitary networks with R matrices of the form R = Cdiag(β), where, for each j, the

jth column of C has exactly one non-zero entry (with value equal to one) which occurs in the i(j)th row

corresponding to the buffer i(j) served by that activity, and βj is the average rate at which activity j can

consume material from buffer i(j). The non-negative matrix A has exactly one strictly positive entry in

each column (corresponding to the server that performs that activity). More precisely, for each j, if k(j)

is the server that performs activity j, then Akj = 1 if k = k(j) and Akj = 0 if k 6= k(j). It is further

assumed that the rate of arrival of material to each buffer from outside the system is strictly positive,

i.e., αi > 0 for i = 1, . . . , I. An example of a parallel server system is pictured in Figure 2. This example

is taken from [20]. Here,

R =




β1 0 0 0 0 0 0 0

0 β2 0 0 0 0 β7 0

0 0 β3 β4 0 0 0 β8

0 0 0 0 β5 β6 0 0




, A =




1 1 1 0 0 0 0 0

0 0 0 1 1 0 1 0

0 0 0 0 0 1 0 1


 .

3.3 A Job Shop

An example of a unitary network, that combines features of the two previous cases, is pictured in Figure 3.

Prominent features of this example are that a server can serve more than one buffer, a buffer can be served

by more than one server, and material may be routed to another buffer after processing at a server. (In

Figure 3, the circle with a cross inside it represents the routing of material. The details of the routing

mechanism are not apparent from the figure; they are described more fully below.) This example is taken

from a paper by S. Kumar [27] where motivation is provided by a job shop application. For this network,

α = (α1, α2, 0). It is assumed that material from buffer 2, after being processed at either server 1 or 2,

is routed to buffer 3 with probability 1
2 , or exits the system with probability 1

2 . It is also assumed that

material from all other buffers (besides buffer 2), exits the system after processing at one of the servers.

Assuming that activity j can process material from the associated buffer at a rate of βj units of material

per unit of processing activity, we have

R =




β1 0 0 β4 0 0

0 β2 0 0 β5 0

0 −1
2β2 β3 0 −1

2β5 β6


 , A =


 1 1 1 0 0 0

0 0 0 1 1 1


 .

13



-

-

-

¹¸
º·
¹¸
º·

-

-

-

-

-

-

¹¸
º·

--

»»»»»»»»»»:

XXXXXXXXXXz

Z
Z

Z
Z

Z
Z

Z
Z

Z
Z~

½
½

½
½

½
½

½
½

½
½>

³³³³³³³³³³1

PPPPPPPPPPq

2

2

1

1

3

α2

α1 β1

β4

β2

β5

β3

β6

Figure 3: A job shop model [27]

Note that the routing protocol described above is based on the buffer from which material was

consumed. However, Harrison’s setup also allows routing based on the activity that processed material.

For example, if one changes the model so that only material processed by activity 2 is to be routed to

buffer 3 (still with probability 1
2), then the matrix R needs to be modified by changing the entry R35 to

a zero. In either case, one might view the routing protocol as arising from the need to “rework” material

processed by certain activities, with probability 1
2 .

3.4 A Fork-Join Network

Figure 4 depicts an example of a so-called fork-join network. Such networks arise in modeling systems

where material may be split up, or combined with other material, at various stages of processing. Common

applications occur in manufacturing (see e.g., [9]); the term disassembly-assembly is sometimes used

instead of fork-join in this context. (This model does not require synchronization, i.e., a joining activity

need not (re)combine units of material that were formed by a forking activity at a previous stage of

processing.) The network pictured in Figure 4 has three activities. The first consumes material from

buffer 1 and requires simultaneous processing by servers 1 and 2. For concreteness, we think of this

as splitting material into two parts with each part being processed by one of the servers. This is the

forking aspect of the network. This occurs, for example, in the manufacture of clothing, where cloth

is divided into pieces for separate processing and processed pieces are later assembled into a garment.

We assume that activity 1 consumes material from buffer 1 at an average rate of β1 units of material

per unit of processing activity, and that this activity produces material for buffer 3 at an average rate

of γ1 units of material per unit of processing activity and for buffer 4 at an average rate of γ2 units of

material per unit of processing activity. The second activity consumes material from buffer 2 at a rate of
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Figure 4: A fork-join network

β2 units of material per unit of processing activity. This activity competes with activity 1 for service at

server 2. Material processed by this activity exits the system after service at server 2. The third activity

simultaneously consumes material from buffers 3 and 4 for processing by server 3. We interpret this as

joining together two classes of material for processing. We assume that activity 3 consumes material from

buffer j at an average rate of βj units of material per unit of processing activity for j = 3, 4. Each of the

βj , j = 1, . . . , 4, and γj , j = 1, 2, is assumed to be strictly positive. We assume that activity 1 utilizes

the capacity of server 1 at a rate of one unit of capacity per unit of processing activity and of server 2 at

a rate of 1
2 unit of capacity per unit of processing activity. Activities 2 and 3 are assumed to utilize the

capacity of servers 2 and 3, respectively, at rates of one unit of capacity per unit of processing activity.

Then, we have

R =




β1 0 0

0 β2 0

−γ1 0 β3

−γ2 0 β4




, A =




1 0 0
1
2 1 0

0 0 1


 .

For this example, α = (α1, α2, 0, 0). It is straightforward to see that this fork-join network is not a unitary

network.
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4 Heavy Traffic and a Linear Program

Harrison [16] has formulated the following deterministic static planning problem in terms of the first-order

data (R, A, α) described in Section 2. Here IR+ = [0,∞), IRI
+ is the non-negative I-dimensional orthant

and 1 is the K-dimensional vector of all ones.

Definition 4.1 (Static Planning Problem) Choose ρ ∈ IR+ and x ∈ IRJ
+ so that (ρ, x) is an optimal

solution to the following linear program:

minimize ρ subject to Rx = α, Ax ≤ ρ1 and x ≥ 0. (LP )

Remark. The label (LP ) reflects the fact that the static planning problem is a linear program. Later

on, in Section 7, we consider the dual to this linear program.

For j = 1, . . . ,J, the variable xj in the static planning problem may be interpreted as the average

number of units of activity j to be undertaken per unit time. The condition Rx = α implies that these

allocations precisely balance the system on average, in the sense that the incoming rate of arrivals α is

exactly balanced by the rate at which the system can process that load under the allocations given by

x. If Ax ≤ 1, then the allocations do not exceed the capacity of the servers to perform this processing.

Vectors x such that Rx = α, Ax ≤ 1 and x ≥ 0 are said to be allowed allocations. A solution (ρ, x) of

the static planning problem with ρ ≤ 1 yields an allowed allocation x that also achieves the minimum

possible value ρ for the maximum of the associated utilization rates of the K servers.

The following notion of heavy traffic was proposed by Harrison in [16].

Definition 4.2 (Heavy Traffic) The first-order data (R, A, α) satisfy the heavy traffic condition if and

only if

(a) there is a unique optimal solution (ρ∗, x∗) of the linear program (LP ), and

(b) this unique solution satisfies ρ∗ = 1 and Ax∗ = 1.

The following lemma provides an equivalent characterization of the heavy traffic assumption that is

sometimes useful. Its proof is straightforward, but we include it here for completeness.

Lemma 4.3 The first-order data (R, A, α) satisfy the heavy traffic condition if and only if the following

two conditions hold:

(i) there is a unique J-dimensional vector x∗ such that

Rx∗ = α, Ax∗ ≤ 1, x∗ ≥ 0, (2)
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(ii) the unique solution x∗ satisfies Ax∗ = 1.

Proof. For the “only if” part of the lemma, suppose that the first-order data satisfy the heavy traffic

condition. Then, for the optimal solution (ρ∗, x∗) of (LP ), x∗ satisfies (2). Suppose that x† is another

solution of (2). Then, (Ax†)k = 1 for at least one k, for otherwise Ax† ≤ ρ1 for some ρ < 1, which violates

the fact that the optimal value of the linear program is ρ∗ = 1 (by (b) of the heavy traffic definition). It

follows that (1, x†) is also an optimal solution of (LP ), since it is feasible and achieves the optimal value

of the (LP ). But then, by the uniqueness of the optimal solution of (LP ) (by (a) of the heavy traffic

definition), we must have x† = x∗. Thus, (i) of the lemma holds. Also, (ii) holds by property (b) of the

heavy traffic definition.

For the “if” part of the lemma, suppose that (i) and (ii) of the lemma hold. Then, (1, x∗) is a feasible

solution of (LP ) and there is no other feasible solution (ρ, x) with ρ ≤ 1. Hence, (1, x∗) is the unique

optimal solution for (LP ). Property (b) of the heavy traffic definition follows using (ii). ¤

The following assumption will be made implicitly throughout the remainder of this paper.

Assumption HT. The first-order data (R, A, α) satisfy the heavy traffic condition.

The activities j for which x∗
j > 0 are called basic activities and those for which x∗

j = 0 are called

non-basic activities. Let B denote the number of basic activities. This quantity is of fundamental

importance and figures prominently in the workload dimension formula given in Section 6 below. (Non-

basic activities only come into play at the second order (or diffusion) level of the scheme (I)–(V).) Without

loss of generality, we assume that the first B activities are the basic ones and the last J − B are the

non-basic ones. For later reference, we partition the matrices R and A:

R = [H M ] and A = [B N ] (3)

where H, M, B, and N are I × B, I × (J − B), K × B and K × (J − B) matrices, respectively.

Example. For open multiclass queueing networks, R = (I − P ′)diag(β) is invertible and has a non-

negative inverse, since β has strictly positive entries and P is non-negative with spectral radius strictly

less than one. (See Lemma 6.2.1 of [4], for example.) In fact,

R−1 = diag(β)−1(I − P ′)−1 = diag(β)−1(I + P ′ + (P ′)2 + . . .),

where the power series in P ′ converges. If, for λ = (I − P ′)−1α, we have∑
j:Akj>0

λj

βj
= 1 for k = 1, . . . ,K, (4)

then Assumption HT holds with x∗
j = λj/βj , j = 1, . . . , I. The condition (4) is the usual heavy traffic

assumption for open multiclass queueing networks.
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5 Workload Definition

Harrison [16] has described a procedure for formally approximating an open stochastic processing network,

whose first-order data (R, A, α) satisfy Assumption HT, by a Brownian network. In [21], Harrison and

Van Mieghem showed that a Brownian network can be reduced to an equivalent model of typically lower

dimension by replacing the “queue length” process by a “workload” process. In essence, this is obtained

by ignoring certain “reversible directions” for the queue length process.

More precisely, let

N = {δ ∈ IRI : δ = Rx, Ax = 0, xN = 0}, (5)

where the variable x ranges over IRJ, and xN denotes the vector consisting of the components of x indexed

by the non-basic activities j = B + 1, . . . ,J. Harrison and Van Mieghem [21] call N the set of reversible

displacements, since, in a Brownian network, any two queue length vectors whose difference is an element

of N are equivalent, because there is a control that can instantaneously exchange one of these queue

length vectors for the other without incurring any idleness, and this control is reversible in the sense that

its negative is a valid control that returns the queue length to its original state. (The condition that

xN = 0 in the definition of N is needed to ensure reversibility of the control, since in a Brownian network,

controls associated with non-basic activities have to be non-increasing.)

Let N⊥ denote the orthogonal complement of N in IRI and let L denote the dimension of N⊥.

Harrison and Van Mieghem [21] define a workload process as follows. Fix a set of vectors in IRI that

forms a basis for N⊥ and let Λ be an L× I matrix whose rows are given by these basis vectors. Then, a

workload process is obtained by applying the linear transformation Λ to the I-dimensional queue length

process in the Brownian network. Since the rows of Λ are orthogonal to N , this is the same as applying

Λ to the projection of the queue length process onto N⊥. In general, there are many choices for a basis

for N⊥ and the workload process is far from unique. On the other hand, since N⊥ is fixed, the dimension

L of the workload process is unique. In the following sections, any matrix Λ of the form described above

will be called a workload matrix, and L will be called the workload dimension.

Example. Recall that for open multiclass queueing networks, R = (I − P ′)diag(β) is invertible with a

non-negative inverse. If, in addition, all of the I activities are basic (i.e., B = I), we have

N = {δ ∈ IRI : AR−1δ = 0}.

Then, N⊥ is generated by the rows of AR−1 = A diag(β)−1(I−P ′)−1. Under Assumption HT, each server

processes at least one basic activity, and it follows that A has full rank. Consequently, N⊥ has dimension
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K and one may set Λ = AR−1, which is non-negative. This choice of Λ defines the workload process

that has played a fundamental role in diffusion approximations to open multiclass queueing networks,

see, for example, [13, 38]. (This process, which is sometimes called the total workload process, should

be distinguished from the immediate workload process, which is obtained by applying A diag(β)−1 to

the queue length process. Potential confusion arises from the fact that some authors shorten the term

immediate workload to workload.)

Motivated in part by the concreteness of the workload properties for open multiclass queueing net-

works, in the next two sections we establish a general workload dimension formula and provide sufficient

conditions for a canonical choice of Λ (proposed by Harrison [16]) to be valid and to yield a non-negative

workload matrix. The latter property is appealing as it justifies use of the term workload, which one

naturally tends to think of as a non-negative quantity.

6 Workload Dimension

In this section, we derive a formula for the workload dimension L. This result is general in that it requires

no additional assumptions beyond the heavy traffic assumption (Assumption HT) and the structure of

the first order model parameters associated with an open stochastic processing network. As a corollary,

we show that the workload dimension formula has the form (1) when each basic activity is processed

by at most one server. For the special case when the workload dimension is one and the first-order

data (R, A, α) are derived from a parallel server system (see Section 3), the result of the corollary was

established by Harrison and López [20].

Before stating the main result of this section, we remind the reader that we take as given first-order

data (R, A, α) satisfying the assumptions of Sections 2 and 4. In particular, the heavy traffic assumption

(Assumption HT) holds. Recall the definition of B, which is the number of basic activities, the definition

of B, which is the matrix formed by deleting the columns from A that correspond to non-basic activities,

and the decomposition (3) for the matrices R and A.

Theorem 6.1 Suppose that the K × B matrix B has rank K, for some K ≤ K. Then, the workload

dimension L is given by

L = I + K − B. (6)

Proof. By definition, L is equal to the dimension of N⊥ ⊂ IRI, so it suffices to show that the dimension

of N is B − K. First, consider

B = {xB ∈ IRB : BxB = 0}, (7)
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where xB denotes the vector consisting of the components of x ∈ IRJ indexed by j = 1, . . . ,B. Since the

K × B matrix B has rank K, it follows that K ≤ B and the null space B of B has dimension B − K.

Now,

N = {Rx : Ax = 0, xN = 0} = {HxB : xB ∈ B}. (8)

We claim that the range N of H on B has the same dimension as B. Together with the above paragraph,

this will show that N has dimension B − K, which will complete the proof. Since H is a linear map, to

show that N has the same dimension as B, it is enough to show that the null space of H in B is trivial.

So, suppose that HxB = 0 for some xB ∈ B. We also have BxB = 0. By setting xN = 0, we can extend

xB to a J-dimensional vector x such that

Rx = 0, Ax = 0. (9)

Since x∗, from the optimal solution of (LP ), has strictly positive entries for its basic components, one

can choose ε > 0 such that all of the components of x̃ ≡ x∗ + εx are non-negative. It is easy to see that

Rx̃ = α, Ax̃ = 1. (10)

Thus, (1, x̃) is another optimal solution of (LP ). However, by Assumption HT, such a solution is unique,

and so we must have x̃ = x∗, x = 0 and xB = 0. ¤

Corollary 6.2 Suppose that each column of the non-negative matrix B contains at most one strictly

positive element. Then, B has rank K and the workload dimension L satisfies (1).

Remark. In Section 7 (see Definition 7.1), we define the notion of a Leontief matrix. We note here that,

since B is non-negative, the assumption on B in the above corollary is equivalent to the assumption that

B is Leontief.

Proof of Corollary 6.2. By Theorem 6.1, it suffices to show that the (row) rank of B is K. For this,

suppose that for some z ∈ IRK, z′B = 0′, where 0′ is the B-dimensional row vector of all zeros. We wish

to show that z = 0.

For each server k, there must be at least one j ∈ {1, . . . ,B} such that Bkj > 0. This follows from

Bx∗
B = 1, where B has non-negative entries and x∗

B = (x∗
1, . . . , x

∗
B)′ is the B-dimensional vector consisting

of the first B components of the non-negative vector x∗ appearing in Assumption HT.

For each k, let j(k) be a basic activity such that Bkj > 0 (if there is more than one candidate, just

pick one). Since B is non-negative, by the hypothesis of the corollary, the j(k)th column of B has only
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one non-zero entry, and that occurs in the kth row. By considering the j(k)th coordinate of z′B, which

takes the value 0, it follows that zk = 0. Since k was arbitrary, it follows that z = 0. ¤

Remark. Dimitris Bertsimas (oral communication) has noted the following interpretation of (1) when

the rows of R are linearly independent. In that case, the standard form of (LP ) has a constraint matrix

with I+K linearly independent rows and I+K− (B+1) is the degree of degeneracy of the basic solution

(ρ∗, x∗) of the linear program (cf., [6], page 59). The quantity in the right side of (1) is then the degree

of degeneracy plus one.

Examples. A simple way to satisfy the hypothesis of Corollary 6.2 is to require that the matrix A

have at most one strictly positive entry in each column. This assumption is automatically satisfied for

unitary networks. Thus, the workload dimension formula (1) holds for the first three examples in Section

3. In particular, for an open multiclass queueing network in which every activity is basic, B = I and

the workload dimension is equal to the number of servers K. For the (non-unitary) fork-join network

of Section 3 with α1 = 1, α2 = 1
2 , β1 = β2 = β3 = β4 = γ1 = γ2 = 1, Assumption HT holds with

x∗ = (1, 1
2 , 1). The hypothesis of Corollary 6.2 is not satisfied, because B = A has two non-zero entries

in its first column. However, the rank of B is K and so by Theorem 6.1, L = 4. On the other hand,

if we remove buffer 2 and activity 2 from the fork-join network, redefine A21 = 1, and keep the above

parameter settings, then Assumption HT holds with x∗ = (1, 1). However, 2 = K < K = 3 and L = 3.

7 Non-Negative Canonical Workload

Recall from Section 5 that there are infinitely many possible choices for the workload matrix Λ. In [16],

Harrison proposed a “canonical” choice, which reduces the possibilities to a finite number. In general, for

this choice to be valid, an additional condition is required, beyond the assumptions specified in [16]. In

this section, we provide sufficient conditions for this canonical choice to be valid, which moreover ensure

that the workload matrix is non-negative. In particular, in Corollary 7.4, we show that it suffices to

have a unitary network in which each basic activity is processed by exactly one server and each buffer

is served by at least one basic activity. These assumptions automatically hold, for example, for parallel

server systems.

This section is organized as follows. Firstly, in Section 7.1, we review Harrison’s proposal for a

canonical choice of workload matrix and provide an example to show that this choice is not always valid.

We also point out the general assumption that is implicitly made in [16]. In Section 7.2, we present the

main result of this section, Theorem 7.3, which gives general sufficient conditions for Harrison’s canonical
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choice to be valid and for it to yield a non-negative workload matrix. Since Harrison’s procedure uses

extremal optimal solutions of the dual to the linear program (LP ), as a preliminary to the proof of

Theorem 7.3, we develop several properties of this dual program. The conditions of Theorem 7.3 are

somewhat abstract. To facilitate its use, in Section 7.3, we show that the assumptions of Theorem 7.3

hold under certain natural conditions. In particular, these results imply the result for unitary networks

cited in the paragraph immediately above. Finally, in Section 7.4, we give an example to show how the

conclusion of Theorem 7.3 can fail if one of the assumptions is not satisfied.

7.1 Dual Program and Harrison’s Canonical Workload Proposal

The following linear program is dual to the linear program (LP ):

maximize y′α subject to y′R ≤ z′A, z′1 = 1 and z ≥ 0. (DP )

Linear programming theory tells us that the optimal value of the dual program (DP ) equals that of the

primal program (LP ), i.e., it is one, and that the feasible region for the dual program, i.e., {(y, z) : y′R ≤
z′A, z′1 = 1, z ≥ 0}, has only finitely many extreme points. Suppose that (y1, z1), . . . , (yN, zN) are

the extremal optimal solutions to the dual program (DP ). That is, these are the extreme points of the

feasible region for (DP ) that achieve the optimal value of the (DP ). Then, (y`)′α = 1 for ` = 1, . . . ,N.

(A priori, since the dual feasible region need not be bounded, there might not be any extremal optimal

solutions, in which case N = 0.)

Harrison [16] proposed choosing a canonical workload matrix Λ as a matrix with rows given by a

maximal linearly independent subset of the vectors y1, . . . , yN. The validity of Harrison’s procedure

hinges on the following representation which he claimed for the space N⊥ introduced in Section 5,

N⊥ = span{y1, . . . , yN}. (11)

In this case, although the L× I matrix Λ need not be unique, there are only finitely many choices for it.

Unfortunately, the representation (11), claimed in the statement of Proposition 3 of [16], does not always

hold in the full generality of the setup in [16], as is shown by the counterexample below.

Example. Let R = (1, 1)′, A = (1) and α = (1, 1)′. These specify the first-order data for an open

stochastic processing network with two buffers, one server and one activity, where the activity simulta-

neously consumes material from both buffers (cf., the fork-join example in Section 3). Assumption HT

holds with x∗ = 1 and the dual program (DP ) reduces to

maximize y1 + y2 subject to y1 + y2 ≤ 1 and z1 = 1.
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The feasible region for this problem is a (two-dimensional) half-plane in IR3 which has no extreme points.

Thus, the right-hand side of (11) is the empty set. On the other hand, N = {(0, 0)} and so N⊥ = IR2.

On examining the proof of Proposition 3 in [16], one finds that it implicitly assumes (through Propo-

sition 1 of [16] and its use with small perturbations of λ in place of λ there), that the optimal value of the

dual program (DP ) (with α + εδ in place of α for δ ∈ span {y1, . . . , yN}, and ε 6= 0 sufficiently small),

is achieved at an extreme point of the feasible region for (DP ). While this is automatically true if the

feasible region for (DP ) is bounded, it need not always hold in the generality of the model framework

assumed in [16], as the example above shows.

7.2 Sufficient Conditions for Non-Negative Canonical Workload

In this subsection (cf., Theorem 7.3), we provide sufficient conditions under which (11) holds and

y1, . . . , yN are all non-negative. The first property ensures that Harrison’s procedure for choosing a work-

load matrix is valid and the second ensures that the resulting matrix Λ is non-negative. The workload

process, which is obtained by applying Λ to the non-negative queue length process, is then non-negative.

This appealing property is consistent with the non-negativity of the workload process associated with

open multiclass queueing networks (see the example in Section 5).

Key to the proof of the main result of this section is Lemma 7.2, which is given below. For the

statement of the lemma, we need the following assumptions. For these, recall the definition of the matrix

H appearing in the decomposition (3) of R.

Assumption BAB (Basic Activity for Each Buffer). For each buffer i, there is at least one (basic)

activity j such that Hij > 0.

Remark. The Assumption BAB is equivalent to the assumption that, for each buffer i, there is a basic

activity j such that Rij > 0.

Definition 7.1 A matrix is Leontief if each column of the matrix contains at most one strictly positive

element.

Remark. The R and A matrices associated with unitary data (see Section 3 for the definition) are readily

verified to satisfy the Leontief condition. Leontief matrices are a much studied and important sub-class

of input-output matrices appearing in economic models. The definition above is the same as that used

in Bertsimas and Tsitsiklis [6], page 195. We warn the reader wishing to consult other references on this

subject that different authors may use the term Leontief for a slightly more restricted class of matrices,

e.g., some authors require that each column of the matrix have exactly one strictly positive entry, and

23



some require in addition that there be a vector x ≥ 0 such that Dx > 0, where D is the matrix in question.

We note also that when interpreting the entries in a Leontief matrix, rather than being concerned with

consuming material at a given overall rate of α (cf., the interpretation of R in Section 2 and of (LP )

in Section 4), authors are frequently concerned with producing material at a given rate α, and interpret

a strictly positive entry in a Leontief matrix as a rate of production and a strictly negative entry as a

rate of consumption. This essentially amounts to an interchange of the terms input and output in the

interpretations given in Sections 2 and 4. For further details on the mathematical theory of Leontief

matrices, we refer the interested reader to Chapter 9 of Berman and Plemmons [4], for square matrices,

and to Koehler, Whinston and Wright [24], more generally.

In the following assumption, the positive part H+ of the matrix H is defined by replacing all of the

negative entries in H by zeros.

Assumption DCH (Decomposition of H). The matrix H is Leontief and there is a non-negative

B × B matrix Q that has spectral radius strictly less than one and that satisfies H = H+(I − Q), where

I is the B × B identity matrix.

Remark. The decomposition of H given in Assumption DCH may seem somewhat unnatural, but has

the following consequences. The form assumed there is equivalent to H− = H+Q, where the I×B matrix

H− = H+−H. Since Q maps IRB into IRB, one can iterate Q, which one cannot do for H−. In particular,

Q being non-negative and having spectral radius strictly less than one implies that (I −Q)−1 =
∑∞

i=0 Qi

exists and is non-negative, and H+ = H(I − Q)−1. These properties for Q and H will be used several

times in the proof of Lemma 7.2. In Lemma 7.6 of the next subsection, we show that such Q exist for

unitary networks which satisfy Assumption BAB. In that setting, Q is closely related to the matrix P ′

that is part of the specification of the R matrix for a unitary network.

Lemma 7.2 establishes various properties of the dual program (DP ). In particular, it provides suffi-

cient conditions under which all optimal solutions of (DP ) are non-negative, and allows us to re-interpret

these solutions as optimal solutions of another dual program (DP+), which has a bounded feasible region.

We remind the reader that we are assuming throughout that Assumption HT holds.

Lemma 7.2 Suppose that Assumptions BAB and DCH hold. Then, the following four properties (i)–(iv)

hold.

(i) Any optimal solution (y, z) of the dual program (DP ) is non-negative.

(ii) If each column of the matrix B has at least one strictly positive entry, then there is at least one

optimal solution (y, z) of the dual program (DP ) satisfying y > 0, z > 0.
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(iii) The set F ≡ {(y, z) ∈ IRI × IRK : y′R ≤ z′A, z′1 = 1, y ≥ 0, z ≥ 0} is bounded.

(iv) The dual program (DP ) and the linear program

maximize y′α subject to y′R ≤ z′A, z′1 = 1, y ≥ 0 and z ≥ 0, (DP+)

have the same optimal values, the same sets of optimal solutions, and the same sets of extremal

optimal solutions.

Proof of Lemma 7.2. For the proof of (i), let (y, z) be an optimal solution of the dual program (DP ).

To show that (y, z) is non-negative, it suffices to prove that y ≥ 0, since z ≥ 0 is one of the constraints

of (DP ). By complementary slackness, for components corresponding to basic activities, the inequality

y′R ≤ z′A is an equality, and so

y′H = z′B. (12)

Now, since Q is non-negative with spectral radius strictly less than one, I − Q is invertible with non-

negative inverse (I − Q)−1 given by the convergent power series
∑∞

i=0 Qi. On postmultiplying (12) by

(I − Q)−1, we obtain

y′H+ = z′B(I − Q)−1, (13)

where the right side is non-negative because z, B and (I − Q)−1 are all non-negative. Fix i ∈ {1, . . . , I}.
By Assumption BAB, there is at least one (basic) activity j such that Hij > 0, and hence H+

ij > 0.

Choose such an activity and call it j(i). Since H is Leontief, H+ has at most one non-zero entry in each

column and so the only non-zero entry in the j(i)th column of H+ is the strictly positive entry in the ith

row. Thus, by (13), for j = j(i) we have

0 ≤ (z′B(I − Q)−1)j = (y′H+)j = yiH
+
ij , (14)

and since H+
ij > 0 for j = j(i), we conclude that yi ≥ 0. Since i was arbitrary, we have y ≥ 0.

We now prove (ii). Since there is an optimal solution of the linear program (LP ) (by Assumption

HT), there is at least one optimal solution of the dual program (DP ). Since the solution of (LP ) has

all slack variables equal to zero (because Ax∗ = 1), by strict complementary slackness (cf., [6], p. 192),

there is an optimal solution (y, z) of the dual program (DP ) with z > 0. Then, since (I − Q)−1 ≥ I, we

have from (14) that for each i, with j = j(i),

yiH
+
ij = (z′B(I − Q)−1)j ≥ (z′B)j , (15)
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where H+
ij > 0. Now, if we assume that each column of B has a strictly positive entry, then for each j,

there is k(j) ∈ {1, . . . ,K} such that Bkj > 0 for k = k(j). Since z > 0 and B is non-negative, it then

follows that the right side of (15) is strictly positive and hence yi > 0. Since i was arbitrary, y > 0.

For the proof of (iii), let (y, z) be a member of the set F , the feasible set for (DP+). Then, 0 ≤ zk ≤ 1

for k = 1, . . . ,K. By assumption, y ≥ 0, and so it suffices to obtain a uniform upper bound for y.

Applying y′H ≤ z′B, z ≤ 1 and the decomposition assumed for H, we have

y′H+(I − Q) ≤ z′B ≤ 1′B. (16)

On multiplying this inequality on the right by the non-negative matrix (I − Q)−1, we obtain

y′H+ ≤ 1′B(I − Q)−1. (17)

Now, as in the proof of (i), for each i ∈ {1, . . . , I}, there is j(i) ∈ {1, . . . ,B} such that for j = j(i),

H+
ij > 0 and so yi ≤ (1′B(I −Q)−1)j/H+

ij . Since i was arbitrary, it follows that there is a uniform bound

for y. Hence, the feasible set F for (DP+) is bounded.

Finally, we prove (iv). Recall that (DP ) has at least one optimal solution (y, z). By (i), for any such

(y, z), y ≥ 0, and so (y, z) is a feasible solution of (DP+). Since feasible solutions of (DP+) are also

feasible for (DP ), (y, z) is optimal for (DP+) as well. So, the optimal values for (DP ) and (DP+) are

the same. It follows that (y, z) is optimal for (DP ) whenever it is optimal for (DP+), and therefore the

two sets of optimal solutions are the same. The extremal optimal solutions are also the same for the

two problems, since in each case they are just the extreme points of the sets of optimal solutions. (An

extremal optimal solution is, of course, an extreme point of the optimal solution set, whereas an optimal

solution which is not an extreme point of the feasible set is a convex combination of two different feasible

solutions which both must be optimal.) ¤

The following strengthening of part of the heavy traffic assumption (see (i) of Lemma 4.3), will be

needed for the statement of Theorem 7.3 below, which is the main result of this section.

Assumption UX (Unique x). Any solution x of

Rx ≥ α, Ax ≤ 1, x ≥ 0, (18)

satisfies x = x∗.

Theorem 7.3 gives sufficient conditions for Harrison’s canonical choice of workload matrix to be valid

and for the matrix to be non-negative.
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Theorem 7.3 Suppose that Assumptions BAB, DCH and UX hold. Let (y1, z1), . . . , (yN, zN) be the

extremal optimal solutions of (DP). Then, N⊥ = span{y1, . . . , yN}, and any L × I matrix Λ whose rows

are given by a set of L linearly independent vectors chosen from y1, . . . , yN is a non-negative workload

matrix.

Proof. Let M = span{y1, . . . , yN}. Suppose first that N⊥ = M. Since N⊥ has dimension L, a maximal

linearly independent subset of y1, . . . , yN must have exactly L members. By part (i) of Lemma 7.2, all

of the vectors in such a set are non-negative. So, by the definition given in Section 5, any L × I matrix

Λ whose rows are given by such a maximal set of vectors is a non-negative workload matrix.

Now we turn to the proof that N⊥ = M. For this, we prove the equivalent statement that N = M⊥,

where M⊥ denotes the orthogonal complement of M in IRI.

First, we prove that N ⊂ M⊥. For this, let δ ∈ N . Then, there is xB ∈ IRB such that HxB = δ and

BxB = 0. Let (y, z) be an extremal optimal solution for (DP ). By complementary slackness,

y′H = z′B (19)

and so

y′δ = y′HxB = z′BxB = 0. (20)

Since y1, . . . , yN are the y components of extremal optimal solutions for (DP ), it follows that δ ∈ M⊥.

To prove the reverse inclusion, M⊥ ⊂ N , fix δ ∈ M⊥. By parts (i) and (iv) of Lemma 7.2,

(y1, z1), . . . , (yN, zN) are all non-negative and they are the extremal optimal solutions for (DP+). Con-

sider the following linear program obtained by modifying the objective function for (DP+):

maximize y′(α + εδ) subject to y′R ≤ z′A, z′1 = 1, y ≥ 0 and z ≥ 0, (DP+
ε )

for a given ε ∈ IR. By (iii) of Lemma 7.2, the feasible region F for (DP+), which is the same as that

for (DP+
ε ), is bounded. Thus, the optimal value for (DP+

ε ) will be achieved at an extreme point of

F . For those extreme points (y, z) of F that are not optimal for (DP+) (i.e., that are not in the set

{(y1, z1), . . . , (yN, zN}), we have y′α < 1. Since there are only finitely many such extreme points, it

follows that there is ε̃ > 0 such that for each ε ∈ [−ε̃, ε̃], the optimal value of (DP+
ε ) is achieved at one

of the extreme points (y1, z1), . . . , (yN, zN). Since δ ∈ M⊥, it follows that in each case the optimal value

of (DP+
ε ) equals one.

The following linear program is dual to (DP+
ε ):

minimize ρ subject to Rx ≥ α + εδ, Ax ≤ ρ1 and x ≥ 0. (LP+
ε )
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It follows from the duality theory of linear programming that, for each ε ∈ [−ε̃, ε̃], the optimal value of

this program equals one. Let (ρ, x) = (1, x+) and (ρ, x) = (1, x−) be optimal solutions of (LP+
ε ) with

ε = ε̃ and ε = −ε̃, respectively. These solutions satisfy

Rx+ ≥ α + ε̃δ, Ax+ ≤ 1 and x+ ≥ 0, (21)

Rx− ≥ α − ε̃δ, Ax− ≤ 1 and x− ≥ 0. (22)

Let x̄ = (x+ + x−)/2. Then,

Rx̄ ≥ α, Ax̄ ≤ 1 and x̄ ≥ 0.

By the assumption that (18) has the unique solution x∗, it follows that x̄ = x∗. Then, since x∗
N = 0,

it follows from the non-negativity of x+ and x− that x+
N = x−

N = 0. Furthermore, since Rx∗ = α, it

follows that the inequalities in (21) and (22) involving Rx+ and Rx− must be equalities. Similarly, since

Ax∗ = 1, we must have Ax+ = 1 and Ax− = 1. Thus, x = (x+ − x−)/2ε̃ satisfies

Rx = δ, Ax = 0, xN = 0, (23)

and so δ ∈ N , as desired. Thus we have shown that M⊥ ⊂ N . Since we have already proved the reverse

inclusion, it follows that N = M⊥. ¤

Remark. Since this paper was first submitted for publication, Harrison submitted a correctional note

[17] to [16] in which the following additional assumption was shown to imply that his canonical choice of

workload matrix is valid, i.e., that (11) holds. Here, for ease of comparison, we use the same label, for

this natural geometric assumption, as is used in [17].

Assumption 0. For each δ ∈ IRI, α + εδ ∈ V for all ε sufficiently small, where V = {Rx : x ∈ IRJ
+}.

Since our Theorem 7.3 validates the canonical choice of workload matrix, it is not surprising that

the conditions of that theorem imply that Assumption 0 holds. In fact, Assumption 0 follows from

Assumptions BAB and DCH. For completeness, we provide a proof here. For this, we first employ

Assumptions DCH and BAB to show that the mapping H from IRB into IRI, defined by x → Hx, is

onto all of IRI. This, we do as follows. If y ∈ IRI such that y′H = 0, then using the decomposition

H = H+(I −Q) guaranteed by Assumption DCH, and multiplying on the right by (I −Q)−1, we obtain

y′H+ = 0. By Assumption BAB and the Leontief property of H+, which is inherited from H, we have

that for each i ∈ {1, . . . , I}, there is an index j(i) such that H+
i,j(i) > 0 and H+

k,j(i) = 0 for all k 6= i, and

so it follows from y′H+ = 0 that yi = 0. Hence, H is onto IRI. It then follows that, for any δ ∈ IRI,

there is an xδ ∈ IRB such that Hxδ = δ. Since the components of x∗
B are strictly positive, being the basic

components of x∗, it follows that there is an ε0 > 0 such that xε
B = x∗

B + εxδ has all components strictly
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positive provided ε ∈ [−ε0, ε0]. Moreover, Hxε
B = α + εδ. We can extend xε

B to a vector xε in IRJ by

setting the additional J − B components to zero, and then Rxε = α + εδ. It follows that Assumption 0

holds.

An important collection of open stochastic processing networks which motivated the form of the

conditions in Theorem 7.3 is the collection of unitary networks introduced in Section 3. In fact, we will

prove the following corollary of Theorem 7.3 in the next subsection.

Corollary 7.4 Suppose the first-order data (R, A, α) are unitary, the matrix B has exactly one strictly

positive entry in each column, and Assumption BAB holds. Then, the conclusions of Theorem 7.3 hold.

Examples. The assumptions of Corollary 7.4 are automatically satisfied by parallel server systems, since

α > 0 in such systems, which, in view of Assumption HT, implies that BAB holds. An open multiclass

queueing network in which all activities are basic also satisfies the assumptions of Corollary 7.4. For the

fork-join network of Section 3 with the parameters α1 = 1, α2 = 1
2 , β1 = β2 = β3 = β4 = γ1 = γ2 = 1,

Assumption HT holds with x∗ = (1, 1
2 , 1), but the assumptions of Theorem 7.3 do not hold since H is

not Leontief. In this case, N = {0} and so N⊥ = IR4. On the other hand, the optimal solutions of (DP )

are given by {
(y, z) : y =

(
1 − 1

2
z2, z2, y3, z3 − y3

)
, z = (1 − z2 − z3, z2, z3), (24)

where z2 ≥ 0, z3 ≥ 0, z2 + z3 ≤ 1, y3 ∈ IR

}
.

Since y3 is unrestricted, it is straightforward to see that this set has no extreme points and so there

are no extremal optimal solutions. By choosing y3 < 0, one obtains optimal solutions that fail to be

non-negative. Thus, the conclusions of Theorem 7.3 also fail to be true for this example.

7.3 Sufficient Conditions for Assumptions DCH and UX to Hold

In this subsection we describe some natural conditions under which the assumptions of Theorem 7.3 hold.

These conditions are of interest in their own right and will also allow us to prove Corollary 7.4.

Lemma 7.5 Suppose that Assumptions BAB and DCH hold, and that B has a strictly positive entry in

each column. Then, Assumption UX holds.

The idea for the proof of this lemma is due to J. M. Harrison (private communication).

29



Proof. By part (ii) of Lemma 7.2, there is an optimal solution (ỹ, z̃) of (DP ) satisfying ỹ > 0, z̃ > 0.

Suppose x̃ is a solution of (18) and x̃ 6= x∗. Let γ = Rx̃. If γ = α, then by Assumption HT (see Lemma

4.3), x̃ = x∗. So, γ ≥ α and γ 6= α. Since ỹ > 0, it follows that ỹ′γ > ỹ′α = 1.

Consider the linear program

minimize ρ subject to Rx = γ, Ax ≤ ρ1 and x ≥ 0. (LPγ)

Now, (ρ, x) = (1, x̃) is a feasible solution for this program. The following linear program is dual to (LPγ),

maximize y′γ subject to y′R ≤ z′A, z′1 = 1 and z ≥ 0. (DPγ)

Since this has the same feasible set as (DP ), (ỹ, z̃) is feasible for (DPγ). But the value of the dual

objective at this point (ỹ, z̃) is ỹ′γ > 1, which exceeds the value of the primal objective at (ρ, x) = (1, x̃).

This contradicts weak duality and so there cannot be any such solution x̃ 6= x∗ of (18). ¤

Lemma 7.6 Suppose that H is Leontief and Assumption BAB holds. Then, there is a non-negative

B × B matrix Q such that

H = H+(I − Q), (25)

where I is the B × B identity matrix. If, in addition, R is part of a set of unitary data (R, A, α), then

one can choose this Q so that its spectral radius is strictly less than one. Hence, Assumption DCH holds.

Proof. For each buffer i ∈ I, let C(i) = {j : Hij > 0}, the set of basic activities that consume material

from buffer i. From the assumption that H is Leontief, we conclude that the sets C(i) : i = 1, . . . , I, are

disjoint. Since BAB holds, for each buffer i, we can choose a basic activity b(i) ∈ C(i); if there is more

than one such activity, just choose one.

Define the B × B matrix Q as follows. For each basic activity l, since the C(i): i = 1, . . . , I, are

disjoint, l = b(i) for at most one i. If l 6= b(i) for all i, set Qlj = 0 for j = 1, . . . ,B, and if l = b(i) for

some i, set Qlj = H−
ij /H+

il for that i and each j = 1, . . . ,B, where H− = H+ − H. Thus, for i = 1, . . . , I

and j = 1, . . . ,B,

(H+Q)ij =
B∑

l=1

H+
il Qlj =

∑
l∈C(i)

H+
il Qlj = H+

ib(i)Qb(i)j = H−
ij ,

where we have used the fact that if l ∈ C(i), then l 6= b(m) for any m 6= i, because the sets C(m),

m = 1, . . . , I are disjoint. Thus,

H = H+ − H− = H+ − H+Q = H+(I − Q), (26)
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and the desired decomposition (25) holds. (An interpretation of Q is that material produced by the basic

activity j for buffer i, under H−, is produced by j for the basic activity b(i), under Q. That is, rather than

relating basic activities to buffers, Q relates basic activities to basic activities. This is a mathematical

device only, and it is not being suggested that material should be processed according to the dictates of

Q.)

We now suppose, in addition, that R is associated with unitary data. Recall, in this case, R =

(C − P ′) diag(β), where C is a I × J matrix of zeros and ones with at most one non-zero entry in each

column, P ′ is the transpose of a J × I matrix P with all row sums less than or equal to one, and β is

a J-dimensional vector with strictly positive coordinates. Then, H = (C̃ − P̃ ′) diag(β̃) where C̃ and P̃ ′

are obtained from C and P ′, respectively, by deleting the columns corresponding to non-basic activities,

and β̃ is obtained from β by deleting the coordinates corresponding to non-basic activities. Since C is

Leontief, this property is inherited by C̃, and hence also by H+ = C̃ diag(β̃) and H. Since the column

sums of P ′ are all less than or equal to one, the same is true for P̃ ′.

Let Q be defined as in the first part of this proof. One can check that, for any pair of basic activities

(l, j), the (l, j) entry of Q equals zero if l 6= b(i) for all i, and equals P̃ ′
ij β̃j/β̃l if l = b(i). (Recall that

there is at most one i such that l = b(i).) Therefore, the (l, j) entry of Q̂ = diag(β̃)Qdiag(β̃)−1 is zero

if l 6= b(i) for all i, and equals P̃ ′
ij if l = b(i). It follows that the column sums of the non-negative B×B

matrix Q̂ are all less than or equal to one. Hence, the spectral radius of Q, which is the same as that of

Q̂, is less than or equal to one.

We still need to show that the spectral radius of Q is strictly less than one. For this, we employ a proof

by contradiction, and assume that the spectral radius of Q is equal to one. By the finite-dimensional

Krein-Rutman (or general Perron-Frobenius) theorem, there is a right eigenvector xB for Q corresponding

to the eigenvalue one, where the eigenvector is not identically zero and has all non-negative entries (see

Theorem 1.3.2 of [4]). Combining this with the decomposition H = H+(I −Q) obtained in the first part

of the proof, we conclude that HxB = 0. Extend the B-dimensional vector xB to a J-dimensional vector

x by setting the first B entries of x to agree with those of xB and the last J − B entries to zero. Then,

Rx = 0 and x ≥ 0. Since the optimal solution (1, x∗) of (LP ) has x∗
j > 0 for j = 1, . . . ,B, there is an

ε > 0 such that x̃ ≡ x∗ − εx ≥ 0. Consequently, Rx̃ = Rx∗ = α; also, Ax̃ = Ax∗ − εAx ≤ 1, since the

entries in A are non-negative and Ax∗ = 1. Thus, x̃ satisfies (2) with x̃ in place of x∗ there. But, x̃ 6= x∗,

which violates Assumption HT (by Lemma 4.3), and so the desired contradiction is obtained.

Thus, the desired decomposition holds, where Q has spectral radius strictly less than one. Since H is

Leontief, Assumption DCH follows. ¤
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Figure 5: A unitary network with feedforward deterministic routing

Proof of Corollary 7.4. Since R is Leontief, by Lemmas 7.5 and 7.6, the assumptions of Theorem 7.3

hold. ¤

7.4 Example Where Assumption BAB Fails for a Unitary Network

The fork-join example following Corollary 7.4 shows that, if H is not Leontief, there may be optimal

solutions of the dual program (DP ) that fail to be non-negative. The following example illustrates how

non-negativity can also fail to hold, even for a unitary network, if Assumption BAB is not satisfied.

Example. Consider the unitary network pictured in Figure 5. The network has an associated R matrix

of the form (C − P ′)diag(β), where the matrix P prescribes deterministic routing of material such that

material processed at server 1 (or server 2) is routed in the same “direction” as the activity that processed

it. In particular, P14 = P25 = P36 = P43 = 1, and all other Pji are equal to 0. Assume that α1 = α2 = 1,

β1 = β2 = 1, β3 = β4 = 1
2 , β5 = β6 = β7 = β8 = 1. There is a unique solution of (LP ) given by

x∗
1 = x∗

2 = x∗
6 = x∗

7 = 1, x∗
3 = x∗

4 = x∗
5 = x∗

8 = 0. The dual program (DP ) has many optimal solutions,

one of which is (y, z) with

y =
(

1
2
,
1
2
,−1

2
, 0, 0,−1

2

)
, z =

(
1
2
,
1
2
, 0, 0

)
.
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Thus, this is an optimal solution of (DP ) that is not non-negative. Of course, in this example, Assumption

BAB does not hold, since there is no basic activity that consumes material from buffer 3 or buffer 6.
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